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Abstract— Nomadic computing often refers to people using computer support working anywhere, anytime and not necessarily attached to a specific location or time of the day. Mobile computing and wireless ad-hoc networks are important elements in this kind of scenarios. Nowadays it is common to see architects, engineers, geologists and/or designers working on the field and sharing ideas on a collaborative media using sketches and freehand writing. On this scenario, data overflow among the peer applications often happens, since the sketches have to be distributed among all participants in real time. This paper presents a work on characterization and compression algorithms for sketches, with and without loss of information, to be used on mobile devices, in order to reduce the data traffic. We focused our study on three parameters of the algorithms: time required characterizing and compressing the sketch, size of the resulting information and human perceived of lost information. Our results present algorithms with a compression ratio lower than 1% the size of the original image without information loosing under human perception.
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I. INTRODUCTION

In the last decade, mobile collaborative applications have attracted the interest of many researchers and nowadays we can find a vast number of works reporting on this kind of applications in various spheres in the literature. For instance, using mobile devices for adding new information to the environment (known as “Augmented Reality” [1], [2]), using mobile information for commerce [3], or education [4], [5].

An important factor that contributed to this area has certainly been the rapid development experimented by mobile hardware devices as well as networks, reaching almost any place of a developed city, with the consequent fall in the acquisition costs for mobile devices as well as connectivity services.

A very important consequence of this development has also been that the traditional working style of people depending on computing resources to do their work has dramatically changed. Today it is common to find people working anywhere, anytime not necessarily attached to a specific location or time of the day [6]. This working style has been named as nomadic computing by some authors [7].

The kind of work people do outside offices is often characterized by activities involving on-site collaborative design sketching [8]. Some examples are:

- Architects working jointly on a construction site using sketches to exchange ideas about re-designing facilities [9].
- Engineers conducting an on-site inspection, trying to find possible deficiencies and improvements of the facilities, exchanging graphic sketches while moving around the premises [10].
- Geologists and/or topographers on a field trip jointly drawing a map of the physical characteristics of a geographical area [11].
- People trying to take a decision based on ideas generated on the fly [12].
- Computer supported pervasive learning through the use of patterns and sketches [13].

All these activities involve data collecting on the field and creating initial sketches which will be later refined in the office with the help of more powerful desktop computers working on the data initially collected with handheld computer devices wirelessly interconnected [14].

A handheld’s most natural data-entry mode is using the stylus (a.k.a. a pen-based or freehand-input-based system). This enables users to easily write down their ideas and/or draw design sketches imitating the use of pen and paper [15]–[17].

However, there are some problems when using sketches in collaborative working scenarios with mobile devices. In fact, synchronizing a workspace shared by many applications in which the shared data are sketches generates a high rate of data traffic inside the network, which in most cases is a mobile ad-hoc network (MANET).

On the other side, mobile devices have limited memory/processor capability and the MANETs they are able to build have low band- width and latency. Therefore, it seems a good idea to put some effort in order to reduce the quantity of data shared, without losing the shared information significantly.

In this article we study how to perform a characterization and compression of sketches with minimal information loose in order to reduce the data traffic in mobile collaborative applications using sketches as the main shared information...
among participants in a working group. By characterization of a sketch we mean the representation of the same sketch using fewer data than the original set of points generated by the sketching application. By information loose we mean the human perceived difference between the original sketch and the characterized one.

The rest of the article is organized as follows: the following section presents the problem we are trying to solve in detail, in Section III we present the algorithms used on this study in order to characterize and compress sketches, in Section IV we present our Java Tool for the study of sketches characterization algorithms called X, followed by the study itself in Section V and main conclusions on Section VI.

II. THE PROBLEM

Mobile computing devices which can provide the needed computing support for the development of the scenarios described in the previous section have still some problems which are not present on desktop computers:

a) Communication via radio-networks implies low-bandwidth and high latency and high packet loss rate.

b) Devices have limited memory and CPU.

Point a) implies that there will be necessary problems when transmitting large quantities of data among the mobile devices. The scenario of peer-to-peer applications sharing handwriting and sketches is very intensive in data sharing since sketches are normally characterized as a collection of strokes, which in turn are characterized by a very large set of points. Moreover, every sketch produced by one of the members must be transmitted to all peers taking part of the working session. Point b) implies that a mobile device will have troubles performing sophisticated compression and/or characterization algorithms with low ratio of information loosing.

Our study aims to find a suitable algorithm to perform a small, quick and accurate characterization and compression procedure of sketches for its use on mobile environments. To perform such study, we developed a Java application called “X” (details in Section 3). This application allows a user to draw a sketch and perform various characterization and/or compression algorithms over it, which have previously codified and included as a plug-in of “X” following its definition in an interface file. For each of the performed algorithms “X” calculates the following values:

- Time used for the characterization and compression of the sketch (t).
- Size of the resulting characterization (s).
- Ratio (%) of information loosing due the compression (f). This is calculated as $|O - R|/|O|$, where O is the pixel matrix of the original image and R is the pixel matrix of the reconstructed image using the characterization and/or compression algorithm being tested.

Next Section presents the studied algorithms, followed by the main results of our metrics and conclusions of our study.

III. ALGORITHMS FOR CHARACTERIZATION OF SKETCHES

We studied four algorithms which characterize and compress sketch information consisting of a set of points. These are based on different attributes. The first one is based on the distance the points of a certain stroke are separated from each other, the second is based on the area the points are located, the fourth one scales down the original whole original pictures and the fourth makes a “zipping” of the sketch information.

A. Based on Distance

As it is presented on Figure 1, this algorithm is quite simple but powerful: it removes points on the sketch based on the distance between two neighboring points. The idea behind this algorithm is that if two points are close enough (distance less than a parameter e), it means one of them does not provides useful information for the whole sketch and it could be deleted.

![Figure 1. Distance-based algorithm. If distance AB is less than e point B can be discarded](image)

In the Figure 1, notice that the distance between points A and B is lower than e, and the distance between A and C is greater than e. Therefore the point B could be deleted.

B. Based on Area

Similar to the previous idea, this algorithm uses the difference of the area of two polygons formed by three neighboring points ABC and an additional one X in the following way: Consider X to be the vertex of a right-angled triangle where A and C are the starting and ending points of the hypotenuse (see Figure 2). If the difference of the areas of the trapezoid defined by the points ABCX and triangle
ACX is small enough (say $|\text{area}(\text{ABCX})-\text{area}(\text{ACX})| < e$), it means that the points A, B and C are almost on a same line and point B does not provide useful information for the whole sketch, so it can be deleted.

Figure 2. Area-based algorithm. Areas covered by trapezoid ABCX and ACX are compared to decide if B does provide additional information. The less the difference the more A, B and C are on a same line.

C. Image algorithm

This algorithm is quite naive. The idea is just to take a photo of a visualization of the sketch and scale it, for reducing the size of the image.

The critical aspect of this algorithm is the time required to create the image in some format (PNG in our case) out from the sketch’s points characterization of the sketch.

D. Compression algorithm

The last algorithm uses compressions for reducing the amount data required to represent the sketch. We used the JavaScript Object Notation (JSON) for representing the data as an array of pairs (array of 2-dimensional arrays) representing the position of the points:

$$[[20.7, 10.2], [8.3, 15.4], ...]$$

Having this representation as text data, it is compressed using the ZIP algorithm.

IV. RELATED WORK

Similar work has been done in the computer graphics area to reduce the size of 3D meshes without information losing, analyzing the information from the “sketch” (mesh) in order to decide which vertexes are good candidates to be removed. Two important works on this area are presented by Jones, Durand and Desbrun [18]; and Lee, Sweldens, Schröder, Cowsar and Dobkin [19].

The former work is based on a robust estimation of vertex positions and local first-order predictors, based on triangles of the mesh, to generate predictions about vertexes’ positions, avoiding outliers and reducing the number of used vertexes. Also, given that predictors are based on the orientation of the tangent planes, they use Mollification [20] to improve the final vertex set, avoiding the mesh noise through preservation of the corners and smoothing the normal.

The latter work uses hierarchical surface representations of 3D objects, removing a maximal independent set of vertices with low degree (number of edges adjacent to a certain vertex) using a priority queue based on both geometric and topological information. The algorithm randomly selects a non-marked vertex of degree less than 12, removes it and all adjacent edges from the vertex set, marks its neighbors as unremovable and iterates this until no further vertices can be removed.

Both algorithms require large amounts of computation, and therefore it would require a powerful CPU and large memory, so it is not currently possible to implement them in mobile devices. Therefore, we prefer to use simple but powerful algorithms, based on points distance and area, requiring less computational power.

Figure 3. GUI of “X”. The main area is for drawing the sketch. The selection bar at the bottom is used to select the the characterization or compression algorithm and the button to perform it over the sketch and generate the statistics.
V. THE “X” APPLICATION

The “X” application was developed using JavaSE in order to emulate the touch-screen of a mobile device with simplicity. The results of the statistics performed over the algorithms are stored on a webpage which is easy to export to a spreadsheet. The application is divided in four modules:

A. GUI module

With the graphical interface emulating a touch screen (Figure 3), the main class is in charge of creating the visual GUI, characterize the sketch using the available models and instantiate the algorithms implemented in the optimization module to be applied on the characterization.

Results produced after pressing the “generate” button are stored in a HTML page as shown in Figure 4.

![Image](image_url)

Figure 4. Webpage with results generated by the X application. The first column shows the algorithm applied and the parameter used (for example, the distance or area e), the second shows the time required to perform it, the fourth shows the size of the resulting characterization and the fourth one the information loss automatically calculated. The fifth column has a link to the reconstructed image.

B. Models module

This is the application package where the models for the characterization of sketches are stored. Currently the only available characterization is the so called polygonal consisting of a set of points, but this might be changed if needed. Of course, if the model is changed the same optimization algorithms might not be applied.

C. Optimizations module

This package contains classes implementing the optimization methods. In the current version the four methods described are the only available; all of them can be applied to the polygonal representation model. In order to include a new method, the class that should implement it has to extend the Algorithm class, implementing applyImpl method that is called by the GUI with the Polygon object (the representation of the sketch) as parameter.

D. Statsmodule

This is the package where the statistical analysis classes and methods are stored, currently they include size, time and lost info percentage.

E. Application use

When the “generate” button of the interface is pressed after a sketch has already been drawn on the application’s working space, the selected algorithm is performed and the statistics implemented on stats module are generated; they are stored in a HTML file as a table which include a graphical representation (PNG image) of the algorithm applied on the characterization (Figure 4). Moreover, the HTML is easy to export to spreadsheets to improve the data analysis.

VI. ANALYSIS OF ALGORITHMS PERFORMANCE

We focus our analysis on 3 properties:

- Size of the resulting characterization
- Time used by the algorithm on the characterization and/or compression of the sketch, and
- % of information lost due the characterization and/or compression.

The first dimension is related to the bandwidth needed to transmit the sketch from a mobile device, the second dimension is related to power needed by the computer device to perform the characterization and the third one is related to the quality of the characterization. We will study how they perform in basic, almost geometrical sketches and also in “advanced” sketches, containing more and less structured information. Our hypothesis is that on the first ones, the distance and area based algorithms will perform better, since a smaller number of points are needed to characterize them.

A. Basic sketches

As representatives for the basic figures we chose a freehand drawn box and a big X letter, in order to measure the performance (size, time and %) of the different algorithms over these two basic sketches. We compare the obtained values against the one we obtain by taking a “picture” of the sketch (creating a bitmap of the sketch) and send it through the network. Figure 5 shows the regenerated image of the box sketch after applying each algorithm one of the algorithms. The first row shows the image for the area algorithm using an e (difference in number of square pixels) of 1 (a), 100 (b) and 1000 (c) pixels. The value t corresponds to the time in milliseconds required by the algorithm to apply the algorithm to the original figure, s corresponds to the number of Kb of the characterization after applying the algorithm and l shows the percentage of similarity between the original and the transformed sketch calculated as described in section II. The second row shows the
reconstructed images of the original sketch applying now the algorithm based on the area using an e (distance in number of linear pixels) of 1 (d), 100 (e) and 1000 (f). The third row shows the same when the original sketch is scaled down 25% (g), then when the ZIP algorithm is applied (h) and finally the original one (i), when a “photograph” of the original sketch is produced. Note that for basic sketches, even that the calculated percentage of lost information is around 30% in the worst case (without taking in consideration the case of total lost) the sketches are still recognizable for a human being.

Figure 5. Characterization of a box sketch

B. Advanced sketches

The same experience was performed using more advanced sketches: a human figure (Figure 7) and a handwritten text message (Figure 8); calculating the same performance measures (size, time and %) for the various algorithms as done for the basic sketches.

As in the previous section, the order of the pictures is: using Area algorithm (a, b, and c), using Distance algorithm (d, e and f), scaling down the sketch (g), zipping the original sketch (h) and finally the original sketch (i).
From the results we can notice that for complicated sketches with information lost over 40% could produce a complete distortion of the original sketch; therefore algorithms with a high rate of information lost should be avoided.

Figure 7. Characterization of a human figure sketch

<table>
<thead>
<tr>
<th>Area</th>
<th>c:1.0</th>
<th>c:100.0</th>
<th>c:1000.0</th>
</tr>
</thead>
<tbody>
<tr>
<td>t</td>
<td>0.43ms</td>
<td>0.20ms</td>
<td>0.16ms</td>
</tr>
<tr>
<td>s</td>
<td>2.65Kb</td>
<td>0.39Kb</td>
<td>0.09Kb</td>
</tr>
<tr>
<td>l</td>
<td>4.3%</td>
<td>5.48%</td>
<td>14.3%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Distance</th>
<th>c:1.0</th>
<th>c:10.0</th>
<th>c:100.0</th>
</tr>
</thead>
<tbody>
<tr>
<td>t</td>
<td>0.33ms</td>
<td>0.26ms</td>
<td>0.24ms</td>
</tr>
<tr>
<td>s</td>
<td>3.03Kb</td>
<td>0.61Kb</td>
<td>0.01Kb</td>
</tr>
<tr>
<td>l</td>
<td>21.7%</td>
<td>100%</td>
<td>0.01%</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Scaling to 25%</th>
<th>Original</th>
</tr>
</thead>
<tbody>
<tr>
<td>t</td>
<td>0.57ms</td>
</tr>
<tr>
<td>s</td>
<td>18.75Kb</td>
</tr>
<tr>
<td>l</td>
<td>7.5%</td>
</tr>
</tbody>
</table>

Figure 8. Characterization of a handwritten text message sketch

C. Results Analysis

As seen in previous sections, algorithms with a high rate of lost information should be avoided. A summary with the data about the performances of the algorithms using basic sketches is presented in Table I, and the performance of the selected algorithms using advanced sketches is presented in Table II.

To validate the mathematical notion of “similar sketches” measured as the percentage of matching pixels between the original sketch and the resulting sketch after applying the algorithm and regenerating it we performed an opinion poll evaluating reconstructed sketches against their originals. The pool is available under http://www.dcc.uchile.cl/~rcruzat/trabajoDirigido. In this pool participants
had to compare the original sketch with each one produced by the algorithms and give their subjective opinion about how similar they look by giving a “mark” between 1 (not similar at all) and 7 (look the same to me).

The pool was answered by around 100 people. All of them were computer science students with ages varying between 19 and 24 years old, 80% male. Results are presented in Figure 9. They were normalized to a number between 0 and 100 in order to more easily compare them with the percentage computed by the system.

Results show a strong correlation between our mathematical measure and the human perception for similarity between sketches. In fact, using area and distance algorithms with a parameter \(e = 1.0\) we obtain same results in terms of human perception than using scaling image and zip algorithm (which are lossless).

| TABLE I. PERFORMANCE OF ALGORITHMS WITH BASIC SKETCHES |
|---------------------------------|-----------------|---------|------|
| Algorithms | Time [msec] | Mean size [kb] | % |
| Area \(e=1.0\) | 0.03-0.58 | 0.8 | < 1% |
| Area \(e=100.0\) | 0.03-0.28 | 0.10 | 5-6% |
| Area \(e=1000.0\) | 0.03-0.06 | 0.03 | > 24% |
| Distance \(e=1.0\) | 0.10-0.33 | 1.0 | 0.02% |
| Distance \(e=10.0\) | 0.10-0.33 | 0.39 | 0.02% |
| Scaling to 25% | 0.34-0.93 | 18.75 | 7.5% |
| ZIP | 0.28-0.98 | 0.6 | --- |
| Original | 3.4 | 300 | --- |

| TABLE II. PERFORMANCE OF ALGORITHMS WITH ADV. SKETCHES |
|---------------------------------|-----------------|---------|------|
| Algorithms | Time [msec] | Mean size [kb] | % |
| Area \(e=1.0\) | 0.03-0.58 | 2.2 | < 1% |
| Area \(e=100.0\) | 0.03-0.28 | 0.35 | 5-6% |
| Area \(e=1000.0\) | 0.03-0.06 | 0.11 | > 40% |
| Distance \(e=1.0\) | 0.10-0.33 | 3.5 | 0.02% |
| Distance \(e=10.0\) | 0.10-0.33 | 0.72 | 0.02% |
| Scaling to 25% | 0.34-0.93 | 18.75 | 7.5% |
| ZIP | 0.28-0.98 | 1.74 | --- |
| Original | 3.4 | 300 | --- |

VII. CONCLUSIONS AND FUTURE WORK

On this article we presented a study of sketch characterization and compression algorithms in order to apply them in mobile collaborative applications. Studied algorithms were based on distances, on areas, scaling the original figure, and ZIPping of the original figure, aiming to find the best characterization of sketches to be shared among users of a wireless peer-to-peer ad-hoc network.

The results obtained are quite promising, since they show that algorithms based on areas and distances with a low error parameter \(e\) are the best selection for collaborative mobile applications, having a compression lower than a 1% the size of the original image with an almost lossless sketch characterization, in terms of a distance matrix and human perception.

In this article we also introduce our Java Tool “X”, a modular application used to test different algorithms for characterization of sketches; the main idea under the design of “X” was to build a modular application for testing that being easy to incorporate new algorithms and optimizations.

As a future work, we aim to continue studying:

- Algorithms for characterization and compression of sketches
- Applications for the use of sketches, as educational, working of idea-sharing applications presented in Section I; and,
- How to improve application “X” to auto-generate code for JavaME, Android and/or iphone, aiming to provide an easy way to test characterization/compression algorithms on a real mobile and wireless environment.

Application “X” can be downloaded and tested from http://simula.inf.udp.cl/?p=179.
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